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Abstract: For the last couple decade’s software quality changed in many levels. The demand for increased software quality has resulted in 

quality being more of differentiator between products than it ever has been before. For this reason, software developers need objective and valid 

measures for use in the evaluation and improvement of product quality from the initial stages of development. Class diagrams are a key artefact 

in the development of object-oriented (OO) software because they lay the foundation for all later design and implementation work. It follows 

that emphasizing class diagram quality may significantly contribute to higher quality OO software system. The primary aim of this work, 

therefore, is to present a survey, as complete as possible, of the existing relevant works regarding class diagram metrics. In this survey paper we 

present study on CK metrics and Li and Henry’s metrics for class diagrams. 
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I. INTRODAUCTION 

 In the OO paradigm one of the key artifacts is the class 

diagram. The class diagram constitutes the backbone of the 

OO development and provides a solid foundation for the 

design and the implementation of software. Therefore, class 

diagram quality has great influence over the system that is 

ultimately implemented. Quality in software products is 

characterized by the presence of different external attributes 

such as functionality, reliability, usability, efficiency, 

maintainability and portability. [21]. But these attributes can 

only be measured late in the OO software development life 

cycle. Therefore, it is necessary to find early indicators of such 

qualities based, for example, on the structural properties of 

class diagrams. [1] This is the context where software 

measurement is fundamental, because measures can allow us 

to evaluate class diagram quality characteristics in an objective 

way, thus avoiding a bias in the evaluation process.  

Measuring class diagram quality allows OO software 

designers:  
• To identify weak design spots when it costs less to improve 
them, rather than repair consequent errors at later 
implementation phases.  

• To choose between design alternatives in an objective way.  

•To predict external quality characteristics such as, 

maintainability, reusability, etc, and improve resource 

allocation based on these predictions. 

 Although in the OO software measurement arena the need for 

measures that can be applied in the early phases of the 

development process is emerging, up until a few years ago the 

work done in this sense was scarce because most software 

measurement researchers focused on the measurement of code 

and advanced design.[2] [22][23]  

The aim of this work is to present a survey of the existing 

literature of OO measures that can be applied to measure 

internal quality attributes of class diagrams, considering the 

following proposals: 

 

 

 Chidamber and Kemerer. [3][4][5]  

 

As the Unified Modeling Language (UML) has emerged as a 

modeling standard, and in general has been widely accepted by 

most software development organizations, we will focus this 

work on UML class diagrams. [7] A precise demarcation of 

analysis, design, and implementation activities is not easy, due 

to widespread adoption of iterative and fountain life cycles, 

which tend, sometimes deliberately, to blur their distinctions. 

[6] For our current purposes, we shall consider the UML class 

diagram, at its initial stages of development, to be composed 

of the following UML constructs:  

• Packages.  

• Classes.  

• Each class has attributes and operations.  

• Attributes have their name.  

•Operations only have their signature, i.e. their name and 

definition of parameters.  

•Relationships: Association, Aggregation3, Generalization and 

Dependencies 

For defining a Metrics for Software some issues that must be 

taken into account. [8][9][10][11][23]  

•Metrics must be defined pursuing clear goals (using for 

example the GQM method. [12][14]  

•Metrics must be theoretically validated, by addressing the 

question �is the measure measuring the attribute it is 

purporting to measure? 
• Metrics must be empirically validated, by addressing the 
question �is the measure useful in the sense that it is related to 
other external quality attributes in the ways expected. 

The objective of our work is two-fold:  

1. Provide practitioners with information on the available 

metrics for UML class diagrams, if they are empirically 

validated (from the point of view of the practitioners, one of 

the most important aspects of interest, i.e., if the metrics are  

really fruitful in practice).  

2. Provide researchers with an overview of the current state of 

metrics for UML class diagrams, focusing on the strengths and 

weaknesses of CK Metrics and Li and Henry’s metrics. Thus, 
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researchers can have a broad insight into the work already 

done in the field of metrics for UML class diagrams.  
This work is organized as follows: The existing proposals of 
OO metrics that can be applied to UML class diagrams are 
presented in Section 2. Section 3 presents an overall analysis of 
CK Metrics and Li and Henry’s metrics proposals. Finally, 
Section 4 presents some concluding remarks and highlights in 
the field of metrics for UML class diagrams. 

 
II. OBJECT ORIENTED PROGRAMMING AND 

METRICS  
 
Object oriented programming and design are very important 

in today’s environment. It provides generalized solutions for 
many problems in addition to many benefits like reusability, 
decomposition of problems into small easily understandable 
objects and also helps to perform modifications in future and to 
do functional extensions in already built systems. [15] Object 
oriented programming is more recent and more important in 
quality software programming than that of the old style 
procedural programming. In the last two decades object 
oriented software engineering receives much attention because 
object oriented technology is wide spread. [16][17] Object 
oriented technology and development requires different 
approach to design, implementation and to measure metrics 
compared to standard set of metrics. A large number of metrics 
have been developed and proposed by researchers and 
numerous tools are available to help to assess the design, 
quality, maintenance and to collect metrics from software 
programs. [18][19][20] Many object oriented metrics in 
literature lack in theoretical proof and some have not been 
validated. The metrics that evaluate object oriented 
programming are: classes, methods, inheritance, coupling and 
cohesion. Very few metrics are for object oriented interfaces. 
The goal of this paper is first, study on role of metrics for 
software quality and second study on CK Metrics and Li and 
Henry’s metrics.  

III. PROPOSALS OF METRICS FOR UML CLASS 

DIAGRAMS  

We will now present those metrics proposals selected for 

consideration and that may best demonstrate the present-day 

context of metrics for UML class diagrams.  

 

CK metrics [Chidamber91; Chidamber94]  

 
      Metrics. Chidamber and Kemerer proposed a first version 
of these metrics and later the definition of some of them was 
improved. [3][4] Only three of the six CK metrics are available 
for a UML class diagram (see Table 1). 

 
                              TABLE 1  

                 CK METRICS [4] 
 

Metric name Definition 

WMC The Weighted Methods per Class is 

defined as follows: 

                     

WMC=� ci; 

            i=1 

 

Where c1, ..., cn be the complexity of the 

methods of a class with methods M1, 

...,Mn. If all method complexities are 

considered to be unity, the WMC = n, 

the number of methods7. 

DIT The Depth of Inheritance of a class is the 

DIT metric for a class. In cases involving 

multiple inheritances, the DIT will be the 

maximum length from the node to the 

root of the tree. 

NOC The Number of Children is the number 

of immediate subclasses subordinated to 

a class in the class hierarchy. 

 

•Goal. CK metrics were defined to measure design complexity 

in relation to their impact on external quality attributes such as 

maintainability, reusability, etc.  

•Theoretical validation. Chidamber and Kemerer 

corroborated that DIT and NOC both accomplish Weyuker’s 

axioms for complexity measures. [4][13]. Briand classified the 

DIT metric as a length measure, and the NOC metric as a size 

measure.[25] Poels and Dedene have demonstrated by means 

of the DISTANCE framework that they can be characterized at 

ratio the scale level. [26] 

•Empirical validation. Several empirical studies have been 

carried out to validate these metrics, among others we refer to 

the following:  

• Li and Henry showed that CK metrics appeared to be 

adequate in predicting the frequency of changes across classes 

during the maintenance phase. [5] 

•Chidamber and Kemerer have applied these metrics to two 

real projects obtaining the following observations: [4] 

•Designers may tend to keep the inheritance hierarchies 

shallow, forsaking reusability through inheritance for 

simplicity of understanding.  

•These metrics were useful for detecting possible design flaws 

or violations of design philosophy, and for allocating testing 

resources.  

•Basili have put the DIT metric under empirical validation, 

concluding that the larger the DIT value, the greater the 

probability of fault detection. Also, they observed that the 

larger the NOC, the lower the probability of fault detection.  

• Daly found that the time it took to perform maintenance tasks 

was significantly lower in systems with three levels of 

inheritance depth as compared to systems with no use of 

inheritance. [24] 
•Chidamber has carried out studies on three commercial 
systems, in order to examine the relationships between CK 
metrics and productivity, rework effort and design effort. None 
of the three systems studied showed significant use of 
inheritance, so DIT and NOC tended to have minimal values. 
Chidamber suggested that low values of DIT and NOC indicate 
that the reuse opportunities (via inheritance) were perhaps 
compromised in favor of comprehensibility of the overall 
architecture of the applications. 
 
Li and Henry’s metrics [5] 

 
• Metrics. Table 2 shows the metrics proposed by Li and 

Henry, which are defined at class level 

TABLE 2 

LI AND HENRY’S METRICS [5] 

Metric name Definition 

DAC The number of attributes in a class that 

have another class as their type. 

DAC’ The number of different classes that are 

used as types of attributes in a class. 
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NOM The number of local methods. 

SIZE2 Number of Attributes + Number of local 

methods 

. 
• Goal. These metrics measure different internal attributes 

such as coupling, complexity and size.  

• Theoretical validation. Briand have found that DAC and 

DAC’ do not fulfill all the properties for coupling measures 

proposed by Briand. [27][28] This means that neither DAC 

nor DAC’ metrics can be classified according to Briand et al.’s 

framework; this defines the set of properties that length, size, 

coupling, complexity and cohesion metrics must fulfill.  

• Empirical Validation. Li and Henry have applied these 

metrics (and others) to two real systems developed using 

Classic-ADA.[5] They found that the maintenance effort 

(measured by the number of lines changed per class in its 

maintenance history) could be predicted from the values of 

these metrics (and others like DIT, NOC, etc.).  
• Tool. A metric analyzer was constructed to collect metrics 
from Classic-Ada designs and source code. 

IV.   GENERAL COMMENTS 

After the individual analysis of both proposals, we can 
conclude that:  

• The work on measures for UML class diagrams at a high-

level design stage is scarce and is not yet consolidated.  

• Although the metrics seem to be defined pursuing a clear 

goal, which is the complete list of desirable properties of 

“good” class diagrams, this is not totally clear.  

• Even though CK metrics are shown overall to be empirically 

the most thoroughly investigated, results in some cases, 

especially those relating to the DIT metric, prove to be 

contradictory. In summary, evidence regarding the impact of 

inheritance depth on fault-proneness proves to be rather 

equivocal. This is usually an indication that that there is 

another effect that is confounded with inheritance dept. 

Further research is necessary to identify this confounding 

effect and disentangle it from inheritance depth in order to 

assess the effect of inheritance depth by itself.  

• CASE tools should be integrated with metrics tools which 

support metrics like those presented above and allow users to 

define their own metrics. Thus, CASE tools really can guide 

and help designers to make decisions along the software 

development life cycle.  

 

V. CONCLUSIONS 

 

The main contribution of this work is a survey of most of the 

existing relevant works related to metrics for class diagrams at 

initial stages of development, providing practitioners with an 

overall view on what has been done in the field and which are 

the available metrics that can help them in making decisions in 

the early phases of OO development. This work will also help 

researchers to get a more comprehensive view of the direction 

that work in OO measurement is taking. 
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