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Abstract: Honeypots are designed to attract the attackers and gather their information. It can be used to log an attacker’s activities, analyze its 
behaviour and design new approaches to defend against it. As there is no human user working on the honeypot, there is absence of physical and 
network activity on it. This can easily provide the identity of the honeypot to the attackers. In order to operate effectively, it is required to conceal the 
honeypot from the attacker. Thus the attacker will attack on the host without knowing that it is a honeypot, and honeypot can collect more 
information about the attacker. For concealing the honeypot, here we present honeypot as a normal host by sending dummy files over the network. 
Generally honeypot does not contain any network traffic. So here we will generate network traffic around honeypot by using dummy files. 
 
Keywords: Conceal Honeypot, Network Security 

I. INTRODUCTION 

General definition of honeypot is an information system 
resource whose value lies in illegal/unauthorized use of that 
resource. A honeypot is not designated as a production-
oriented component of an information infrastructure. Ideally, 
none should be accessing honeypot; any interactions with a 
honeypot are by definition unauthorized. Thus honeypot 
identifies intruder and strengthen network security [1][2][3]. 

Honeypots can serve differently according to different 
situations. Honeypots can be categorized into two forms: low-
interaction and high-interaction, as per the level of interaction 
between attacker and a honeypot. Low-interaction honeypots 
are simulated in such a way so that they cannot be exploited for 
getting complete access to the honeypot by the attackers. While 
high-interaction honeypots are design in such a way so that the 
attackers can get maximum access to the honeypots.    

Honeypots can also be classified according to how 
honeypots are implemented. A honeypot with its own OS and 
IP address is a real honeypot means a physical honeypot, and a 
honeypot with imaginary IP address and emulated system is a 
virtual honeypot [4][5]. 

The advantages of honeypots are as follows:  
a. Fewer false positives since no legitimate traffic uses 

honeypot 
b. Collect smaller, higher-value, datasets since they only 

log illegitimate activity 
c. Work in encrypted environments 
d. Do not require known attack signatures 

There are some disadvantages of honeypots as listed below:  
a. Can be used by attacker to attack other systems 

b. Only monitor interactions made directly with the 
honeypot - the honeypot cannot detect attacks against 
other systems 

c. They can potentially be detected by the attacker 
There is a lack of physical and network activity on the 

honeypots as there are no real human user works on honeypots. 
Because of so the identity of the honeypot can easily be 
revealed and once an identity of the honeypot is revealed, the 
attacker can avoid attacking over that honeypot so that the 
honeypot cannot gather information about that attacker. 
Therefore, in order to detect the attacker and gather the 
information about the attackers we need to conceal honeypot 
from the attacker. 

In this paper, we have proposed a model to conceal 
honeypot from the attackers since the attackers can identify the 
honeypot so that they can avoid honeypot while attacking. In 
related work, various solutions to conceal honeypot, which are 
till now exist, are discussed. In proposed model, our proposed 
model for the solution of the problem of concealing honeypot 
from the attackers is presented and discussed. 

II. RELATED WORK 

Ng, Jun Ping [6] says that, as there is no real human user 
working on honeypots, so there is a lack of physical and 
network activity on the honeypots. This will potentially give-
away of the honeypots’ identity to the attackers. So the 
Honeypot have an autonomous mouse movements and 
keystrokes. This will convince an attacker observing the 
Honeypot that a human user is working on the machine, and 
lead them to believe that this is a real production system. 

Nandan Garg and Daniel Grosu [7], says that when a host 
is probed, it gives certain response. This response is valuable 
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to the attacker as they can gain information about the 
honeypots. One way a defender can avoid the mapping of 
honeypots is to cleverly manipulate the response to the probe 
and deceive the attacker.  

They propose a game theoretic model considering two 
players, the Attacker and the Defender (honeynet: contains 
number of honeypots). The response of the attacker depends 
on whether the host is a Honeypot or a regular host. The 
response of the Honeypot may be generated such that to 
conceal the identity of the Honeypot. But after a few probes an 
attacker can successfully identify that a host is a Honeypot i.e. 
the defender cannot infinitely deceive the attacker in believing 
that Honeypot is a regular host. 

Xinwen Fu, Bryan Graham, Dan Cheng, Riccardo Bettati, 
and Wei Zhao [8], says that honeypot implementation fails 
due to the low fidelity of emulation of the system components 
by the honeypot and is emulated by timers in the honeypot. 
When the timers are carelessly defined in the honeypot 
implementation or are provided at insufficient accuracy by the 
underlying OS, a timing signature emerges. An attacker may 
construct a profile of a honeypot and launch a timing attack. 

To camouflage honeyd and defeat the type of timing 
attacks, the modified honeyd and underlying OS will support 
for a high-fidelity emulation events. They have provided (a) 
accurately configured link latencies, and (b) high-resolution 
timers within the OS to solve this problem.  

Sherif M. Khattab, Chatree Sangpachatanaruk, Daniel 
Moss´e, Rami Melhem and Taieb Znati [9], says that 
Honeypot are generally deployed at fixed location and on 
machines other than the ones they are supposed to protect, 
sophisticated attacks can avoid the honeypots. They propose a 
roaming honeypots, a mechanism that allows the locations of 
honeypots to be unpredictable and continuously changing. A 
(continuously changing) subset of the servers is active and 
providing service, while the rest of the server pool is idle and 
acting as honeypots. 

The benefits of roaming honeypots scheme are: Firstly, 
idle servers detect attacker addresses so that all their 
subsequent requests are filtered out, which is known as 
filtering effect. Secondly, each time a server switches from 
idle to active; it drops all its current connections, opening a 
window opportunity for legitimate requests before the attack 
re-builds up, which is known as the connection dropping 
effect. Whereas the filtering effect defends the service against 
attacks launched from outside a firewall (external attacks), the 
connection-dropping effect mitigates attacks launched from 
behind the firewall (internal attacks). 

Neil C. Rowe, Han C. Goh [10], says that one of the best 
ways to defend a computer system is to make attackers think it 
is not worth attacking. Deception provides a large variety of 
specific tactics that can confuse, scare away, or tie up an 
attacker depending on the circumstances and the methods. 
Honeypot can try to disguise their monitoring activities by 
concealing their monitoring software and monitoring 
messages. 

The sebek tool of the honeynet project is a kind of 
“defensive rootkit“. It conceals its monitoring process by 
rewriting the process-listing utility of the OS to omit it, and 
conceals its monitoring code by modifying the OS directory-

listing utility. Deception can delay or halt suspicious activity 
when implemented as false error messages, demand on the 
attackers, or outright stalling. 

Asmund Nergard Nyre [11], says that the increased 
dependence on computer systems to provide support for 
critical services, calls for additional measures to guarantee the 
continued deliverance of services even under attack. He 
proposed a system capable of tolerating attacks, while 
preserving the integrity, confidentiality and availability of the 
system to its legitimate users. 

Upon detecting an attack, the compromised server is 
relieved from active duty and dynamically transformed into a 
state of Honeypot, while letting the attacker retain control of 
the server. By not alarming the attacker of the detection, they 
are left wasting their time exploiting the honeypot, providing 
system administrators with useful information in the 
subsequent patching of the security hole. 

S. Antonatos, M. Athanatos, J. Velegrakis, N. 
Hatzibodozies, S. Ioannidis, E. P. Markatos, K. G. 
Anagnostakis [12], says that it is not difficult for the attackers 
to identify honeypots and develop blacklists to avoid them 
when launching an attack. The Tor assumes that every sender 
knows the address of the recipient. But here the address of the 
Honeypot should remain hidden. 

Tor offers “hidden services”, a functionality that permits to 
hide the address of the recipient. In hidden services the 
recipient gets a descriptor for its hidden service from a 
centralized service lookup server. Afterward, it creates onion 
paths to several introduction points. An introduction point can 
be any onion router. It then advertises the descriptors of 
introduction points and addresses to service lookup repository. 
The clients only need to know the service descriptor. 

Nathan Willis [13], says that attackers can be trips in two 
ways: First, to slows them down by vastly increasing the 
amount of work they must do to correctly identify the real 
target machines on the network. The more you slow down the 
attacker, the better you get a chances of catch them through 
other methods. Second, no legitimate user on your network 
will ever need to probe a Honeyd virtual server, because they 
do not offer real services. Therefore any probes or connection 
attempts are automatically red flags. 

Many researchers have suggested different ideas for 
improvement like decoy document [14], honeystat [15], virtual 
honeypot [16][17][18], helpful to IDS [19], packet 
fragmentation [20], botnet identification [21], assessing effect 
[22], Java based honeypot[23]. Few other researchers 
[24][25][26][27] have discussed improvements in architecture 
and process. Special cases like spim honeypot [28], hybrid 
honeypot [29], honeypot detection countermeasures [30], and 
deception limitations [31] are also addressed by researchers. 

III. PROPOSED MODEL 

For concealing honeypot from attackers, the proposed 
model consists of mainly two components:  

a. Traffic Generator 
b. Traffic Identifier 

The general identity of the honeypot is that, only the 
attackers are attacking on the honeypot. So based on the server 
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traffic an attacker can distinguish whether the server is 
honeypot or a normal server. Honeypot is having the least 
network traffic. Thus the traffic generator component will send 
the request to the server to generate the network traffic on 
honeypot. The request will be generated at the random time 
interval. So when the attacker tries to detect that whether the 
server is a honeypot or not, they will not be able to identify the 
honeypot. 

As to conceal the identity of honeypot; we are generating 
dummy traffic. So it is required that we should differentiate the 
dummy request from the actual attacker’s request. Thus to 
differentiate the dummy request from the actual request we 
proposed a component, which is traffic identifier. The traffic 
identifier will differentiate the actual request from the dummy 
request based on the sequence number set by the traffic 
generator as well its IP address. 

 

The sequence number will be sent to the server with the 
packet. Before sending the request, the sequence number will 
be set in encrypted format. The sequence number should be 
encrypted because if an attacker may get the sequence number 
it will not be able to get the original sequence number and thus 
can’t get honeypot identity. 

A. Traffic Generator: 
The traffic generator component will work to generate the 

dummy traffic over the honeypot. So the traffic generator 
component will be installed on the client machines over the 
network. Thus each client machine will send a request to the 
honeypot server at random time interval using the traffic 
generator. 

The traffic generator component gets the current system 
time and sets the curr_time and req_time. The req_time is the 
time at which the dummy request has been sent.  

 

 
Figure 1.  Proposed Model of Concealed Honeypot 

Now to send the request at random time interval, a random 
number is generated and set as interval_time. So after every 
interval_time, next request is been sent to the honeypot server 
by the traffic generator component. 

We need to differentiate the dummy request from the 
attacker request; thus by adding the encrypted sequence 

number in packet we can recognize the dummy request. So a 
seq_number in encrypted form is set in the packet and a request 
is sent over honeypot server. 

After sending request, traffic generator will receive 
response with encrypted seq_number in packet. The received 
seq_number is the result of the incrimination of sent 
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seq_number, i.e. if client has sent n as seq_number, it will 
receive n+1 as seq_number in response. 

For sending the next request, the curr_time is compared 
with the req_time and interval_time. When the curr_time 
exceeds the req_time + interval_time, the next request will be 
sent to the honeypot server. 

B. Traffic Identifier: 
The traffic identifier will differentiate the dummy request 

from the actual attacker’s request. So the traffic identifier 
component will be installed at the server side, which is on the 
honeypot server. 

Traffic identifier will retrieve the information from the 
received request. It will retrieve the client’s IP address and 
other packet information like seq_number. From the packet, it 
will retrieve the seq_number and decrypt that seq_number. 

After getting all the information it will search for an IP 
address in the database and verifies the seq_number with the 
expected seq_number according to the previous seq_number 
sent to the client. 

If this information is valid then it means that the user is 
known client and request is the dummy request generated by 
the traffic generator component. Thus an appropriate response, 
with incremented seq_number stored in packet, is sent back to 
the client.  

But if the sender is an attacker then an appropriate 
response is sent to the intruder. Also the honeypot will collect 
all the other information related to the attacker and will store it 
in appropriate manner. 
 

 
Figure 2.  Traffic Generation and Identification Steps 

C. Database: 
The database contains the log file consisting the request and 

response details. It may possible that the attackers also keep an 
eye on the information transferred during request and response. 

So for concealing, an employee database is maintained with 
basic information. Thus information is stored and accessed during 
request-response so that intruder cannot discover honeypot. 
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IV. RESULT ANALYSYS 
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Figure 3.  Average traffic 

Figure-3 shows an average traffic rate for normal honeypot, 
concealed honeypot, and web server. From this chart we can 
say that there is a significant difference between the average 
traffic rate per hour over the web server and honeypot which is 
not concealed. Because of so, an intruder can detect honeypot 
since there is no traffic over the honeypot as compared to the 
web server. While in case of concealed honeypot, there is no 
significant difference between average traffic rate over the 
concealed honeypot and the web server. 

Figure-4 shows the traffic rate of concealed honeypot and 
web server at particular time. Here, we can see that there is no 
significant difference between traffic over the concealed 
honeypot and web server. Thus if the traffic over the concealed 
honeypot and/or over the web server is analyzed then the traffic 
over the concealed honeypot will be found similar as over the 
web server and so concealed honeypot will not be found as the 
honeypot and will be assumed as web server by the intruders. 
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Figure: 4 Concealed Honeypot v/s Web Server 

V. CONCLUSION 

Generally honeypot is not accessed by client over the 
network. It is just installed to gather the information about the 
intruders. Unless the intruder does not directly attack over the 

honeypot, honeypot is not able to recognize the intruder. So 
there is no traffic over the honeypot. Thus an intruder can 
easily identify a honeypot by scanning over its network 
connection. So for concealing the honeypot, we are creating the 
dummy traffic over the honeypot. This traffic will present 
honeypot as a webserver and so the identity of the honeypot 
will be concealed from the intruder. As dummy traffic is 
generated, we need to differentiate it from the intruder’s attack. 
Thus by implementing the traffic identifier we can differentiate 
the dummy traffic from the intruder’s attack. 
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